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# Spring – IoC Containers

The Spring-IoC container là core của spring framwork. Container sẽ tạo những object, gắn kết chúng với nhau, cấu hình chúng và quản lí chu trình sống từ lúc khởi tạo cho đến lúc hủy. The Spring container sử dụng dependency injection (DI) để quản lí các component để làm nên 1 ứng dụng .

Spring có 2 kiểu của containers:

1 BeanFactory container

2 ApplicationContext container

## 1 BeanFactory

Về bản của của một BeanFactory không khác gì chỉ là một interface có khả năng duy trì các phiên bản đăng kí khác nhau của các bean và dependecy của chúng. The BeanFactory cho phép chúng ta read định nghĩa (file xml chẳn hạn) và truy cập bean thông qua sử dụng the bean factory.

### 1.1 Cách tạo ra một BeanFactory

Khi sử dụng một BeanFactory chúng ta có thể tạo 1 bean và đọc các bean đã định nghĩa trong 1 file có dạng xml:

1 bean trong file.xml

<bean id="e" class="com.Group.Employee">

<constructor-arg value="10" type="int"></constructor-arg>

</bean>

InputStream is = new FileInputStream("beans.xml");

BeanFactory factory = new XmlBeanFactory(is);

//Get bean

HelloWorld obj = (HelloWorld) factory.getBean("helloWorld");

Cũng có thể tạo bean factory bằng cách khác như sau :

ClassPathResource resource = new ClassPathResource("beans.xml");

BeanFactory factory = new XmlBeanFactory(resource);

//Get bean

HelloWorld obj = (HelloWorld) factory.getBean("helloWorld");

Về cơ bản chỉ có thế sử dụng getBean(String) , bạn có thể lấy instance của một bean.

### 1.2 BeanFactory Method

BeanFactory interfaces chỉ có 6 methods cho client call:

1 boolean containsBean(String) : trả về true nếu beanfactory chứa một bean đã được định nghĩa hoặc 1 instance bean khớp với name string input đã truyền vào .

2 Object getBean(String): trả về 1 instance của 1 bean đã được đăng kí với name truyền vào. Dự vào cách bean đã được cấu hình bằng BeanFactory là 1 singleTon shared instance hoặc 1 bean mới được tạo và trả về . Một BeansException sẽ ném ra trong khi the bean không thể tìm thấy (NoSuchBeanDefinitionException), hoặc một exception xuất hiện trong khi khởi tạo và chuẩn bị bean.

3 Object getBean(String, Class) : trả về 1 bean , đã được đăng kí với name truyền vào. Bean trả về sẽ được chuyển (cast) sang kiểu Class. Nếu bean không thể case 1 exception tương ứng sẽ ném ra (BeanNotOfRequiredTypeException). Hơn nữa tất cả các quy tắc của getBean(String) cũng được ứng dụng vào đây.

4 Class getType(String name) : trả về The Class của the bean với tên đã truyền vào, nếu không có bean nào tương ứng với tên truyền vào một exception NoSuchBeanDefinitionException sẽ được ném ra .

5 boolean isSingleTon(String name): xác định liệu có hay không 1 bean đã được định nghĩa hoặc bean instance được đăng kí với name truyền vào là 1 singleTon. Nếu không có bean tương ứng nào được tìm thấy tương ứng với name sẽ exception ném ra NoSuchBeanDefinitionException .

6 String[] getAliases(String) : Trả về bí danh cho name bean truyền vào nếu tìm thấy bất kỳ bean nào được định nghĩa tương ứng với name truyền vào.

## 2 ApplicationContext

ApplicationConext container có thêm nhiều chức năng enterprise-specific như là có khả năng giải quyết message từ một file properties và có khả năng lắng nghe nhiều events. Container này được định nghĩa bởi *org.springframework.context.ApplicationContext* interface

The ApplicationContext chứa tất cả các chức năng của BeanFactory container, nên nó được khuyên dùng hơn là BeanFactory. BeanFactory có thể vẫn được sử dụng cho App nhỏ nhẹ giống như mobile devices or taplet dựa trên ứng dụng mà ở đó quan tâm đến dữ liệu lưu trữ và tốc độ.

### 2.1 Những kiểu của ApplicationContext

Những implement thường được sử dụng cho ApplicatonContext như sau:

1 FileSystemXmlApplicationContext – this container này loads các định nghĩa của beans từ file xml. ở đó bạn cần phải cung cấp đầy đủ path của file xml để cấu hình contructor.

2 ClassPathXmlApplicationContex – this container này load các định nghĩa của beans từ file.xml . ở đó bạn không cần phải cung cấp đầy đủ đường dẫn của file.xml nhưng bạn cần set Classpath properly bởi vì container sẽ tìm cấu hình bean file xml trong classpath.

3 WebXmlApplicationContext - this container này load file xml với định nghĩa của tất cả các bean từ bên trong một web application.

### 2.2 Các tạo ra 1 ApplicationContext

Một ví dụ code cho applicationcontext được khởi tạo :

ApplicationContext context = new FileSystemXmlApplicationContext("beans.xml");

HelloWorld obj = (HelloWorld) context.getBean("helloWorld");

# 2 Spring – Inversion of Control vs Dependency Injection

## 2.1 Inversion Of Control (IoC) là gì

Trong lập trình truyên thống, the flow của bussiness logic được xác định bởi các objects nó được gán tĩnh cho nhau. Với inversion of control , the flow dựa vào đồ thị object nó được tạo ra bởi assember và được thực hiện bởi sự tương tác các object được xác định thông qua sự trừu tượng hóa. Tiến trình binding đạt được thông qua denpendency injection.

Inversion of control phục vụ các mục đích sau :

1 Tách rời việc thực hiện 1 nhiệm vụ nhất định ra khỏi việc triển khai.

2 Mỗi module có thể focus trên những gì có được thiết kế.

3 Những modules không đưa ra giả định về những gì hệ thống khác làm mà chỉ dựa vào sự tương tác của chúng.

4 Thay thế những module không có tác dụng phụ trên các module khác.

## 2.2 Depency Injection (DI) là gì

IoC là một mô hình thiết kế với mục tiêu là cho nhiều quyền kiểm soát cho các component đích trên ứng dụng của bạn, những thành phần đó sẽ hoàn thành công việc. Trong khi Dependency injection là một pattern được sử dụng để tạo instance của object mà các đối tượng khác dựa vào mà không cần biết tại thời điểm biên dịch class nào sẽ được sử dụng để cung cấp cho chức năng đó. IoC đựa trên depedency injection bởi vì cần có 1 cơ chế để kích hoạt các components cung cấp chức năng cụ thể.

Hai khái niệm hoạt động cùng nhau theo cách này nó sẽ chấp nhận cho việc linh hoạt, tái sử dụng, và đóng gói code, như thế chúng khái niệm qua trọng để thiết kế giải pháp hướng đối tượng

## 2.3 Cách implement IoC

Trong lập trình hướng đối tượng, có 1 vài cách cơ bản để inplement inversion of control.

1 sử dụng một Factory pattern

2 sử dụng một service locator pattern

3 sử dụng dependency injection của bất kỳ kiểu nào bên dưới:

Một constructor injection

Một setter injection

Một interface Injection

## 2.4 Inversion of Control trong Spring

The org.springframwork.beans và org.springframword.context packges cung cấp cơ bản cho Spring Framwork’s IoC container. The BeanFactory interface cung cấp một cơ chế cấu hình nâng cao có thể quản lí các đối tượng có bản chất bất kỳ nào. The ApplicationContext interface xây dựng trên BeanFactory (it là con đó) và có thêm các tính năng khác như tích hợp dễ hơn với Spring’ AOP , message resource (sử dung i18n) , event lan truyền, và Tầng ứng dụng cụ thể là WebApplicationContext được sử dụng cho web Application.

The BeanFactory là đai điện thật sự của Spring IoC container no có nhiệm cụ cho việc chứa đựng và nếu không thì quản lí các bean đã nói ở trên

The BeanFactory interface là trung tâm IoC container interface trong Spring .
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Ở đó có một số implement của Beanfactory interafce. Implement được sử dụng rỗng rãi của BeanFactory là XmlbeanFactory class. Class khác cũng được sử dụng rỗng rãi là XmlWebApplicationContext. Dựa vào định nghĩa bean, the factory sẽ trả về một instance độc lập của một contained object (The Prototype design pattern) hoặc 1 singleton shared instance (singleton desing pattern ). Kiểu của instance sẽ được trả về dựa vào the bean factory configuration.

Trước khi chia kiểu của Denpendency , trước hết hãy xác định cách tạo ra 1 bean trong spring.

## 2.5 Cách tạo bean trong spring

Một định nghĩa bean có thể xem như là một công thức cho việc tạo một hoặc nhiều object. The container xem xét công thức cho một name bean when được yêu cầu và sử dụng cấu hình metadata được gói bởi đinh nghĩa của bean để create (hoặc yêu cầu) môt object thật sự.

Sử dụng constructor

Khi khởi tạo 1 bean bằng cách sử dụng cách tiếp cận contructor , tất cả các class thông thường đều có thể dc sử dụng và tương thích với Spring. Đó là 1 class được khởi tạo không cần phải implement bất kì 1 interface nào hoặc được viết code 1 cách rõ ràng . Chỉ cần chỉ định class bean là đủ, Khi sử dụng XML-based configuration metadata bạn có thể chỉ định bean giống như thế này

<bean id="exampleBean"/>

Sử dụng static factory method (static)

Khi định nghĩa 1 bean nó được tạo bằng cách sử dụng 1 static factory method, Cần phải xác định method factory-method trong bean. (type 2 bacsic)

<bean id="exampleBean" factory-method="createInstance"/>

Spring mong đợi có thể gọi phương thức này và lấy lại 1 object trực tiếp , từ thời điểm đó trở đi coi như thể nó đã được tạo bình thường thông qua 1 hàm contructor.

Sử dụng instance factory method (non-static)

Cách này cũng giống như khởi tạo trực tiếp giống như factory-method nhưng nó sẽ sử dụng bean của 1 thằng đã tồn tại (myFactoryBean) chứ không sử dụng (exampleBean), factory-method này createInstance có thể non-static (type3 trong demo)

<bean id="myFactoryBean"  class="...">

<bean id="exampleBean"  factory-bean="myFactoryBean" factory-method="createInstance"></bean>

## 2.6 Dependency Injection in Spring

Nguyên tắc cơ bản đằng sau của Dependency Injection (DI) là Những Object đó định nghĩa các dependency của chúng chỉ thông qua constructor arguments, arguments to a faction-method, hoặc các properties Nó được set trên object instance sau khi nó được khởi tạo hoặc trả về từ factory-method. Sau đó nó là công việc của container thật sự inject những dependency đó khi đó nó được khởi tạo đưa vào bean. Về cơ bản đó là nghịch đảo (Inverse), Vì thế nó có tên là inversion of Control

Setter Injection

Setter-based DI được nhận biết bởi cách gọi setter methods trên beans sau khi kêu gọi 1 constructor không đối số hoặc không có đối số static factory-method trong lúc khởi tạo bean của bạn thì sẽ tự gọi setter injection.

**public** ContructPOJODependency(String name, String nameClass, **int** maso, **int** maso2) {

**super**();

**this**.name = name;

**this**.nameClass = nameClass;

**this**.maso = maso;

**this**.maso2 = maso2;

}
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Constructor Injection

Constructor-based DI được nhận biết bởi gọi 1 constructor với một số argument, mỗi cái đại diện cho một Collaborator. Ngoài ra, gọi 1 static factory method với đối số xác định vào contructor của bean, cũng có thể xác định như là tương đương.

**public** ContructPOJODependency(String name, String nameClass, **int** maso, **int** maso2) {

**super**();

**this**.name = name;

**this**.nameClass = nameClass;

**this**.maso = maso;

**this**.maso2 = maso2;

}

Cấu hình file xml
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Description automatically generated](data:image/png;base64,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)

Interface Injection

Trong các này chúng ta implement một interface từ IOC framwork. IOC framwork sẽ sử dụng interface method để inject the object trong hàm main. Nó thích hợp hơn nhiều để sử dụng cách này khi bạn cần có 1 số logic ko thể áp dụng để đặt 1 số thuộc tính. Giống như logging support.

public void SetLogger(ILogger logger)

{

  \_notificationService.SetLogger(logger);

  \_productService.SetLogger(logger);

}

# 3 Spring 5 – Bean scopes

Trong Spring framwork, chúng ta có thể tạo bean trong 6 bean có sẵn spring-bean-scopes và bạn cũng có thể đinhk nghĩa bean của bạn. Trong số 6 spoces trên, chỉ có 4 cái có giái trị nếu bạn sử dụng web-aware ApplicationContext. Singleton và prototype spcopes có giá trị trong bất kì kiểu của IOC container nào.

## 3.1 Spring Bean Scope Type

Trong Spring, scope có thể được xác định sử dụng @Scope annotation. Đi nhanh xem list 6 bean có sẵn scope của chúng. Phạm vi cũng có thể áp dụng tốt cho spring-boot

Singleton: 1 đối tượng được tao ra trong 1 spring IOC Container (Default)

Prototype: Trái ngược với singleton, nó cung cấp 1 instance mới mỗi khi mỗi lúc một bean được yêu cầu.

Request: Một single instance sẽ được tạo ra và có giá trị trong lúc complete lifecycle của một HTTP request. Chỉ có giá trị trong web-awake Spring ApplicationContext.

Session: Một Single instance sẽ được tạo ra và có giá trị trong lúc complete lifecycle của một HTTP session . chỉ có giá trị trong web-awake Spring ApplicationContext.

Application: Một Single Instance sẽ được tạo ra và có giá trị trong lúc complete lifecycle của ServerletContext. Chỉ áp dụng cho web

Websocket: Một single instance sẽ được tạo ra và có giá trị trong lúc complete lifecycle của Websocket.

## 3.2 Singleton scope

Singleton là bean scope mặc định trong spring container. Nó sẽ gọi The Container để create và quản lí chỉ 1 instance của bean class trên 1 container. This single instance được lưu trữ trong một cache của singleton beans và tất cả các yêu cầu và reference đến tên bean đó sẽ được lấy instance đó từ cached này.

Example của singleton scope bean using java config

@Component

//This statement is redundant - singleton is default scope

@Scope("singleton")  //This statement is redundant

public class BeanClass {

}

Config by XML

<!-- To specify singleton scope is redundant -->

<bean id="beanId" class="com.howtodoinjava.BeanClass" scope="singleton" />

//or

<bean id="beanId" class="com.howtodoinjava.BeanClass" />

}

## 3.3 Prototype scope

Prototype scope có kết quả trả về 1 instance mới mỗi khi có yêu cầu bean từ application.

Bạn phải biết hủy khởi tạo không được gọi trong phạm vi prototype scope, chỉ có hàm khởi tạo được gọi nên các developer phải có nhiệm vụ cleanup prototype scope instance và bất kì resouce nào nó nắm giữ.

Java config:

@Component

//This statement is redundant - singleton is default scope

@Scope("prototype")

public class BeanClass {

}

XML Config

<bean id="beanId" class="com.howtodoinjava.BeanClass" scope="prototype" />

Để sử dụng được request, session, application và websocket scope thì phải đăng kí : [RequestContextListener](https://docs.spring.io/spring-framework/docs/current/javadoc-api/org/springframework/web/context/request/RequestContextListener.html) or [RequestContextFilter](https://docs.spring.io/spring-framework/docs/current/javadoc-api/org/springframework/web/filter/RequestContextFilter.html)

## 3.4 Request scope

Trong request scope, container sẽ tạo ra 1 instance mới cho mỗi http request, nên nếu server hiện tại có 50 request, thì container có thể có ít nhất 50 instance cá nhân của bean class này. Bất kì trạng thái thay đổi đến từ 1 instance sẽ không visible đến các instance khác. Những instance đó sẽ sớm bị hủy lúc request được complete.

Java config

@Component

@Scope("request")

public class BeanClass {

}

//or

@Component

@RequestScope

public class BeanClass {

}

Xml config

<bean id="beanId" class="com.howtodoinjava.BeanClass" scope="request" />

## 3.5 Session Scope

Trong session scope, container sẽ tạo ra 1 instance cho mỗi HTTP session. Nên nếu server có 20 active sessions, thì container có có thể có ít nhất 20 instance riêng lẽ của bean class session. Tất cả các http request trong cùng 1 sesion lifetime sẽ có thể truy cập cùng 1 single bean trong 1 session scope.

Bất kì thay đổi trạng thái nào của 1 instance cũng ko thể ảnh hưởng đến các instacen khác. Những instance này sẽ bị hủy nếu session bị destroy/end trên server.

Java config

@Component

@Scope("session")

public class BeanClass {

}

//or

@Component

@SessionScope

public class BeanClass {

}

Xml Config

<bean id="beanId" class="com.howtodoinjava.BeanClass" scope="session" />

## 3.6 Websocket scope

WebSocket protocol cho phép nói chuyện 2 đầu giữa client và remote host cũng như là server với client . Websocket protocol provides a single TCP connection cho 2 hướng. Đều đó hữu ít cho ứng dụng nhiều user realtime multi-user game

Trong kiểu này ứng dụng web, http chỉ được sử dụng để bắt tay chào hỏi giữa server và client và server có thể respond với http status 101 (switching protocol) nếu đồng ý thì gửi 1 request bắt tay, nếu thành công thì trò chuyện giữa client và server ok .

Java config

@Component

@Scope("websocket")

public class BeanClass {

}

Xml config

<bean id="beanId" class="com.howtodoinjava.BeanClass" scope="websocket" />

Hãy note lại là websocket là kiểu singleton và có live longer than any websocket session .

## 3.7 Custome thread scope

Spring cũng cung cấp một non-default thread scope using class SimpleThreadScope. Để sử dụng thí scope, bạn phải use register it container using CustomeScopeConfigurer class.

<bean class="org.springframework.beans.factory.config.CustomScopeConfigurer">

    <property name="scopes">

        <map>

            <entry key="thread">

                <bean class="org.springframework.context.support.SimpleThreadScope"/>

            </entry>

        </map>

    </property>

</bean>

Mỗi request cho một bean sẽ return 1 instance bên trong 1 thread cùng tên

Java Config

@Component

@Scope("thread")

public class BeanClass {

}

Xml Config

<bean id="beanId" class="com.howtodoinjava.BeanClass" scope="thread" />

# 4 Spring – Bean Life Cycle

Trong phần này, học về spring bean life cycle. Chúng ta sẽ học về life cycle gia đoạn , khởi tạo và destroy bằng cách gọi hàm. Học cách control bean life cycle events sử dụng bằng cấu hình xml cũng như là annotaion.

## 4.1 Bean lifecycle

Khi container được start – một spring bean cần phải được khởi tạo, dựa vào Java hoặc xml định nghĩa bean. Nó cũng có thể được yêu cầu thực hiện 1 số bước khởi tạo để đưa nó vào trạng thái có thể dc sử dụng. Life cycle cũng áp dụng tốt cho spring boot.

Sau đó, khi bean không cần thiết nữa , nó sẽ remove ra khổi container .

Spring bean factory có nhiệm vụ để quản lí life cycle của các bean được khởi tạo thông qua sping container.

## 4.1.2 Life cycle callbacks

Spring bean factory điều kiển khởi tạo và hủy của các bean. Để thực thi 1 vài custom code, nó cung cấp the callback method có thể được phân loại rỗng rãi trong ra 2 nhóm :

Post-initialization callback method

Per-destructor callback method

## 4.1.3 Life cycle in Diagram
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Spring bean life Cycle

## 4.2 Life cycle callback method

Spring famework cung cấp 4 cách cho việc điều kiển life cycle events của bean:

1 InitialzingBean và DisposableBean callback interface

2 \*Aware interface cho các hành vi cụ thể

3 Custom init() và destroy() methods trong bean cấu hình file

4 @PostContruct và @PreDestroy annotations.

## 4.2.1 InitializingBean và DisposableBean

The org.springframework.beans.factory.initialzingBean interface chấp nhận 1 bean thực hiện việc khởi tạo sau khi tất cả các properties cần thiết được set bởi the container

The InitializtingBean interfaces chỉ có 1 method thôi.

Đây không phải là cách thích hợp cho việc khởi tạo bean bởi vì nó kết hợp chặc chẽ bean của bạn với spring container. Cách tiếp cận tốt hơn là sử dụng “init-method” attribute trong bean định nghĩa trong file xml configuration.

Tương tự, triển khai org.springframwork.beans.factory.DisposableBean linterface chấp nhận 1 bean gọi 1 callback khi the container chứa nó bị hủy.

The DisposableBean interface chỉ có 1 method destroy()

public class DemoBean implements InitializingBean, DisposableBean

{

    //Other bean attributes and methods

    @Override

    public void afterPropertiesSet() throws Exception

    {

        //Bean initialization code

    }

    @Override

    public void destroy() throws Exception

    {

        //Bean destruction code

    }

}

## 4.2.2 Aware interfaces for specific behavior

Spring đề nghị 1 dãy interface \*Aware để chấp nhận chỉ định container rằng họ yêu cầu 1 cơ sở hạ tầng dependency chắn chắn. Mỗi interface sẽ yêu cầu bạn implement một method để inject the dependency trong bean .

public class DemoBean implements ApplicationContextAware,

        ApplicationEventPublisherAware, BeanClassLoaderAware, BeanFactoryAware,

        BeanNameAware, LoadTimeWeaverAware, MessageSourceAware,

        NotificationPublisherAware, ResourceLoaderAware

{

    @Override

    public void setResourceLoader(ResourceLoader arg0) {

        // TODO Auto-generated method stub

    }

    @Override

    public void setNotificationPublisher(NotificationPublisher arg0) {

        // TODO Auto-generated method stub

    }

    @Override

    public void setMessageSource(MessageSource arg0) {

        // TODO Auto-generated method stub

    }

    @Override

    public void setLoadTimeWeaver(LoadTimeWeaver arg0) {

        // TODO Auto-generated method stub

    }

    @Override

    public void setBeanName(String arg0) {

        // TODO Auto-generated method stub

    }

    @Override

    public void setBeanFactory(BeanFactory arg0) throws BeansException {

        // TODO Auto-generated method stub

    }

    @Override

    public void setBeanClassLoader(ClassLoader arg0) {

        // TODO Auto-generated method stub

    }

    @Override

    public void setApplicationEventPublisher(ApplicationEventPublisher arg0) {

        // TODO Auto-generated method stub

    }

    @Override

    public void setApplicationContext(ApplicationContext arg0)

            throws BeansException {

        // TODO Auto-generated method stub

    }

}

## 4.2.3 Custome init() va destroy() methods

Mặc định init và destroy methods trong cấu hình bean file có thể được định nghĩa 2 cách :

Bean local definition áp dụng cho 1 single bean

Global definition áp dụng cho tất cả các bean đã định nghĩa trong beans context.

Bean local definition (riêng lẽ từng bean)

<beans>

    <bean id="demoBean" class="com.howtodoinjava.task.DemoBean"

                    init-method="customInit"

                    destroy-method="customDestroy"></bean>

</beans>

Global definition (các bean con được gọi cùng tên hàm đó)

Ở dưới là biểu của Global definition . Những method đó sẽ được gọi cho tất cả các bean definition trong tag <beans> (chứa các bean có tag <bean>). Nó hưu ích cho việc đặt tên cho các định nghĩa chung như tên hàm init() và destroy() cho tất cả các bean nhất quán. Có nghĩa là trong các bean trong tag ,<beans>

Đều có tên customInit() cho việc khởi tạo và customDestroy()ta chỉ cần custome thôi không cần phải quan tâm tên nữa nó là nhất quán .

<beans default-init-method="customInit" default-destroy-method="customDestroy">

        <bean id="demoBean" class="com.howtodoinjava.task.DemoBean">

</bean>

</beans>

Trong java

public class DemoBean

{

    public void customInit()

    {

        System.out.println("Method customInit() invoked...");

    }

    public void customDestroy()

    {

        System.out.println("Method customDestroy() invoked...");

    }

}

## 4.2.4 @PostContruct và @PreDestroy

Từ spting 2.5 , bạn có thể sử dụng annotation để chỉnh định life cycle sử dụng @PostContruct và @PreDestroy annotation

@PostContruct annotatied method sẽ được gọi sau khi the bean đã khởi tạo sử dụng contruct default và trước lúc instance được trả về cho yêu cầu

@PerDetroy annoted method được gọi trước khi the bean bị detroy bên trên bean container .

public class DemoBean

{

    @PostConstruct

    public void customInit()

    {

        System.out.println("Method customInit() invoked...");

    }

    @PreDestroy

    public void customDestroy()

    {

        System.out.println("Method customDestroy() invoked...");

    }

}

# 5 Spring BeanPostProcessor Example

Một bean post processor chấp nhận custom modifier của new instance được tạo từ spring bean factory. Nếu bạn muốn triển khai một vài custom logic sau khi Spring container hoàn thành việc khởi tạo, cấu hình bean. Chúng ta có thể cắm 1 hoặc nhiều BeanPostProcessor implement.

Trong trường hợp nhiều BeanPostProcessor instance, chúng ta có thể sắp xếp chúng thông qua setting order property hoặc implement Ordered interface.

BeanPostProcessor interface có 2 hàm

postProcessorBeforInitialization() và postProcessorAfterInitialization()

mỗi bean intances được tạo bởi container, the post-processor nhận được 1 gọi hàm từ container bao gồm lúc trước khi container gọi hàm khơi tạo và sau khi khơi tạo bean

## 5.1 How To Create BeanPostProcessor

Để khởi tạo một bean post processor trong spring:

Implement the BeanPostProcessor interface

Implemetn the callback methods

public class CustomBeanPostProcessor implements BeanPostProcessor

{

    public Object postProcessBeforeInitialization(Object bean, String beanName) throws BeansException

    {

        System.out.println("Called postProcessBeforeInitialization() for :" + beanName);

        return bean;

    }

    public Object postProcessAfterInitialization(Object bean, String beanName) throws BeansException

    {

        System.out.println("Called postProcessAfterInitialization() for :" + beanName);

        return bean;

    }

}

## 5.2 Cách đăng kí BeanPostProcessor

Một ApplicationContext tự động phát hiện bất kì bean nào được định nghĩa configuration metadata bằng cách implement BeanPostProcessor interface. Nó sẽ đăng kí những bean này như là post-processor và sẽ được gọi khi tạo 1 bean mới.

<beans>

     <bean id="customBeanPostProcessor"

               class="com.howtodoinjava.demo.processors.CustomBeanPostProcessor" />

</beans>

## 5.3 Khi nào BeanPostProcessor methods được gọi

Thông thường Spring’ DI container sẽ làm những bước sau để tạo 1 bean, khi bạn yêu cầu:

1 tạo bean instance bằng 1 hàm contructor hoặc bằng 1 factory method

2 set những value và những bean reference vào trong bean properties

3 gọi setter methods đã định nghĩa trong tất cả the aware interfaces

4 Pass the instance vào postProcessorBeforeInitialization() method cho mỗi bean post processor

5 Gọi hàm initialization callback method

6 Pass the instance to the postProcessorAfterInitialization() method cho mỗi bean post processor

7 the bean sẵn sàn dc sử dụng

8 Khi container được shutdown, call the destroy callback method

## 5.4 Example

Sử dụng class EmployeeImpl:

public class EmployeeDAOImpl implements EmployeeDAO

{

    public EmployeeDTO createNewEmployee()

    {

        EmployeeDTO e = new EmployeeDTO();

        e.setId(1);

        e.setFirstName("Lokesh");

        e.setLastName("Gupta");

        return e;

    }

    public void initBean() {

        System.out.println("Init Bean for : EmployeeDAOImpl");

    }

    public void destroyBean() {

        System.out.println("Init Bean for : EmployeeDAOImpl");

    }

}

Cấu hình trong file xml

<bean id="customBeanPostProcessor" class="com.howtodoinjava.demo.processors.CustomBeanPostProcessor" />

<bean id="dao" class="com.howtodoinjava.demo.dao.EmployeeDAOImpl"  init-method="initBean" destroy-method="destroyBean"/>

Demo

ApplicationContext context = new ClassPathXmlApplicationContext("beans.xml");

Called postProcessBeforeInitialization() for : dao

Init Bean for : EmployeeDAOImpl

Called postProcessAfterInitialization() for : dao

# GitHub:

https://github.com/nguyenthinhit996/sharefullcode/tree/spring/spring/core/beanproject

# Referncen:

https://howtodoinjava.com/